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Abstract. This paper presents a case study for assessing the effect of 

emoticoding during the students' first encounter with text-based coding inter-

faces, in which period a student could have a deeply disappointing experience 

that may lead to “blank page trauma” as well as negative attitude towards the 

subject. A prototype metaphor-based source code editor was developed using 

novel human-computer interaction mechanics based on the concept of emoti-

con-like scripting. Similarly to the use of shortcuts for typing emoticons in so-

cial media, visual or textual replacements appear in the proposed text editor 

when the user types complete valid tokens from a given programming language. 

Appropriate metaphors can be used in the design of the token replacements so 

that they are appealing to a particular age, gender, or cultural groups of users. 

Quantitative analysis of data from 5th-grade students (n=40) shows that meta-

phor-based emoticoding improves significantly the students' performance in 

terms of syntax recall when they transition from block- to text-based program-

ming in comparison to transitioning without emoticoding. 

 

Keywords: Computer Science Education · Computer Programming · Source 

Code Editors · STEM Education · Emoticoding.  

1 Introduction 

It is known in computer science education that learning to program can be a 

challenging task for beginners of all ages [1] and may lead to "blank page trauma" [2]. 

Among the several methods and teaching instruments that have been developed to 

address this issue, the three most notable types of tools for learning computer 

programming are Tangible User Interfaces (TUI), Graphical User Interfaces (GUI, 

also known as visual or block-based coding environments), and Text Editing 

Interfaces (TEI) for source-code editing. TUIs are experiential tools for early 

computer education (Fig. 1) that build connections with real world skills and 

experiences [3,4]. GUIs are the virtual equivalents of TUIs and can improve students' 

understanding especially in middle learning stages, as they have greater flexibility in 

content (Alice [5], Scratch [5,6], Tynker [7], iVProg [8], Greenfoot [5], etc.). 
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Fig. 1. Illustration of the utilization of learning tools across school levels. The most probable 

age for experiencing "blank page trauma" is when students transition to TEI (in gray box).  

 

Contrary to the "toy"-looking interface of TUI and GUI tools, TEIs offer a text-

editing interface that resembles professional integrated development environments 

[9,10]. Several studies indicate that the key advantage of TEIs is that they do not 

underestimate the detail and complexity of more comprehensive programming 

languages [11,12], while TUIs and GUIs have limited utility in teaching advanced 

concepts [6]. Furthermore, students learning to program in GUIs may show certain 

habits that are contrary to the basic programming recommendations [13]. 

However, transitioning to TEIs can be a challenging task for a beginner [1,2], 

since they provide a significantly larger number of degrees of freedom to the students 

compared to GUIs. A simple deviation from the syntactic rules produces compilation 

errors, which may not be easy to be detected and resolved by beginners. Such an early 

disappointing and frustrating experience caused by repetitive errors may lead to 

negative attitude towards the subject. A deeply disappointing experience is one of the 

many different factors that can cause emotional and psychological trauma, which can 

affect sustained and focused attention, though selective attention, which is used when 

processing sensory memories into short-term memories, is not affected [14,15]. 

In order to bridge the gap between GUIs and TEIs, a novel method is presented 

and assessed in this paper, which is a hybrid method that combines the visual 

effectiveness of GUIs with the coding complexity of TEIs using a real programming 

language. More specifically, it maintains the detail and capabilities of professional 

programming languages and at the same time adds a human-readable layer on top of 

the typed code using age-appropriate visual or textual replacements. Our research is 

based on the hypothesis that a smooth transition between GUIs and TEIs can improve 

students' success during their first encounter with TEI environments, and 

subsequently increase the probability of developing a positive attitude towards the 

subject. The hypothesis was tested on 40 5
th

-grade students who used the proposed 

TEI environment, which is a text-editor with emoticon-like text replacement 

capabilities that allows a novel coding interaction dubbed "Emoticoding" [16]. 



 

Fig. 2. The prototype editor in four instances during the typing of the JavaScript code: var 

name=... 1) During the typing of a new token, the typed code appears as in a conventional edi-

tor. 2) As soon as a complete valid token is typed, it is interactively being replaced by a visual 

metaphor. 3) The user can continue typing more tokens or erase existing ones in an intuitive 

emoticon-like typing. 4) Example of three tokens in the proposed text editor with replacements 

designed for K-12 students using metaphors such as puzzle pieces, name tags, and others.  

2 Method 

The use of metaphors in education is a common and well-established practice that 

allows students to build strong associations between a learning topic and familiar 

concepts or experiences from a properly chosen metaphor. In computer science educa-

tion, metaphors have been used in the majority of the aforementioned learning meth-

ods. TUIs are based on direct associations between computer programming concepts 

and tangible hands-on experiences from familiar gaming interfaces such as building 

blocks or jigsaw puzzles. Similar metaphors are used in GUIs that offer virtual inter-

faces for connecting components (blocks) such as puzzle-like connections or directed 

wires that connect the output of a block with the input of another one. 

However, metaphors have not been significantly utilized within text editing envi-

ronments, which creates a significant disconnect between GUIs and TEIs despite their 

adjacency as steps in the learning path of computer programming. In this paper we 

propose the use of metaphors such as jigsaw puzzle pieces as part of a mechanism that 

interactively replaces individual programming tokens typed in the text editor using the 

framework of emoticoding [16] (see Fig. 2). 

The method presented in this section is based on the theory of brain-activating text 

replacements that was introduced in [17] and has been shown to improve the 

performance of college-level beginner programmers in terms of syntax recall and 

logic comprehension. For the purposes of the present study, a prototype source-code 

editor was developed that has novel human-computer interaction elements that deviate 

from the conventional text editing interfaces. More specifically, the re-designed inter-

face of the text editor has the following features:  

 

Block Sequence. The body of the text consists of rectangular areas that are arranged 

sequentially along each line of the typed text.  

 



 

Fig. 3. An example of a 4-line program in JavaScript visualized using the metaphors designed 

for this study. Each token was composed by typing a valid token in JavaScript syntax.  

 

Dual Mode Interaction. Each block can be either in edit mode or rigid mode. During 

edit mode the user can type text, while in rigid mode the block is decorated with a 

graphic or text that replaces the user-typed input. At most one block is in edit mode at 

a given time.  

 

Active Tokenization. As the user types computer code, an active tokenization 

algorithm splits the text into individual programming tokens, which turn into blocks 

that are decorated with a corresponding graphic or text description (Figs. 2 and 3). 

Because of the resemblance of this interaction with the use of shortcuts for typing 

emoticons in social media, we name this coding process "emoticoding".  

 

Compatibility with Conventional Text Editing. The user can still perform all 

standard text editing tasks, such as erasing blocks with backspace, selecting, copying, 

pasting blocks and their underlying computer code, etc. 

 

Group Representation. Finally, several consecutive blocks can be replaced by a 

higher-level block if they represent a self-contained programming entity that was 

identified through active tokenization. For example all the blocks contained within 

"/*" and "*/" (comment delimiters) can be grouped together by one larger block that 

replaces the entire typed comment. Examples of other self-contained elements are 

functions, classes, etc. 

The text replacements that appear when a block is in rigid mode can be designed 

for specific user profiles based on their age, gender, language/ethnicity, etc. Figures 2 

and 3 show various examples of replacements that were designed for K-12 students 

using various metaphors such as puzzle pieces for separating individual tokens, name 

tags for variable names, and English words/phrases such as "Let" and "be:" for the 

tokens "var" and "=" respectively. A complete set of more than 90 text replacements 

was designed for the purposed of this study. 

 



 

Fig. 4. The percentage of successful students for each type of TEI using the four predefined 

evaluation metrics. 

3 Case Study 

The proposed editor was implemented as a web application [16] with an active 

tokenizer for JavaScript and tested by 40 5th-grade students from Gainesville, Florida 

who volunteered to participate in this study. To enroll in this study the student should 

have no prior experience in coding, which was determined in the enrollment ques-

tionnaire that was filled by all the participants. In order to assess the effectiveness of 

the proposed metaphor-based method as a tool for smooth transition to TEI environ-

ments, we followed a curriculum that involved GUIs for early exposure of the stu-

dents to computer programming, which was then followed by transition to TEIs.  

More specifically, before the study the students were exposed to computer 

programming using a GUI (Tynker [7]) for a period of 10 weeks following a 

curriculum from "Hour of Code" (hourofcode.com) for 1hr/week. After the end of this 

training period, the students were split into two same-size groups, and each group 

transitioned to a different TEI environment. The students of each of these two groups 

were exposed to the same basic programming syntax such as variable declaration and 

conditionals for approximately 45 minutes. During the same time the students of each 

group practiced using their assigned TEI; group A used the proposed TEI with meta-

phor-based emoticoding; group B used a conventional TEI (source code editor) 

without emoticoding.  

At the end of the study all students had to complete the same programming 

assignment in JavaScript based on the material that was covered in the study. More 

specifically, the students were asked to declare a few variables (such as "score" and 

"medals" with assigned values 5 and 0), and use a few conditional statements (such as 

"if the value of score is equal to 5 then set medals to 1", etc.), with complexity similar 

to the example shown in Fig. 3.  The students had to complete the assignment with 

pen and paper in order to test if they could recall the syntax and logic of the 

programming language without the assistance of the compiler or the proposed meta-

phor-based token replacements. 



4 Experimental Results 

The students' solutions to the programming assignments were quantitatively evaluated 

for accuracy using four different metrics: 1) The submission had no errors (i.e. can be 

successfully compiled), 2) The variable declarations had no errors, 3) The condition-

als had no errors, 4) There were no other errors. Note that these are four independent 

metrics with binary value, which were uniformly applied to all students. 

The first column in Fig. 4 shows the percentage of the students who completed the 

assignment without errors (metric 1). According to this metric, the students who tran-

sitioned to the proposed metaphor-based TEI performed better compared to the stu-

dents who used a conventional source code editor. More specifically, the use of meta-

phor-based emoticoding increased the success of the students by a factor of 7.5, i.e. 

68\% vs. 9\%. 

The remaining columns in Fig. 4 show the detailed percentages of the students who 

performed successfully in metrics 2, 3, and 4. Overall, the percentages indicate that 

the use of metaphor-based emoticoding yields equal (metric 2) or better results (met-

rics 3 and 4) compared to conventional TEIs. More specifically, the percentage of 

success was increased by a factor of 1.6 (from 57\% to 89\%) with regard to the use of 

conditionals, and by 2.7 (i.e. from 33\% to 89\%) with regard to other syntactical 

structures respectively. The latter category included all other observed syntactical 

errors, such as missing semicolons at the end of individual commands, unbalanced 

parentheses or braces, etc.  Additionally, the following observations were made: 

The students who transitioned to the proposed metaphor-based TEI typed more ex-

amples of variable declarations and conditionals during the allotted 45 min. of train-

ing. The responsiveness of the text editor with emoticoding increased the level of 

student engagement, who wanted to play more with the JavaScript source code, com-

pared to the conventional source code editor.   

Emoticoding helped students identify incorrect programming syntax by means of 

English syntactic errors in the phrases composed from the token replacements. For 

example, a correctly defined condition will read "if score is equal to 5..." contrary to 

the grammatically incorrect "if score be: 5..." caused by the erroneous use of the sym-

bol "=" instead of "==", which correspond to "be:" and "is equal to" respectively. 

Students who used emoticoding acquired additional knowledge from what was 

covered in the tutorial by simply interacting with the system. For example, the erro-

neous use of a space within a variable name produces two tokens (emoticon blocks) 

instead of one variable name (one block) which is the goal. After this observation, 

they corrected the error by removing the space, which indicated that they learned that 

spaces are not allowed within variable names. 

Only in one student's submission there was confusion between the elements of Ja-

vaScript with the text-replacements of emoticoding. For example, instead of the key-

word "var" the student typed "Let", which was the corresponding token replacement 

shown in the proposed metaphor-based emoticoding editor. 



5 Discussion and Future Directions 

The aforementioned findings indicate that the proposed method improves the 

performance of 5th-grade students, which is in agreement with the results obtained 

from a previous study on non-Computer Science college-level students [17]. The 

findings from these two studies indicate that overall emoticoding facilitates the 

learning of computer programming across ages, from elementary school to college, an 

argument that should be verified through long-term studies in the future.  

A key difference between GUIs and the proposed TEI-based environment is that 

the former constitutes a new programming language (a visual or block language), 

while the latter facilitates the learning of an existing programming language. As a 

result, an important benefit from using the proposed method is that the student 

acquires a skill set that is directly applicable in many areas (game, web, app 

development), i.e. the knowledge of a professional programming language (in this 

study JavaScript).  

This distinction makes it difficult, or better irrelevant to compare these two 

methods in terms of syntax recall (for example compare how many students know the 

difference between "=" and "==" after using these two methods). The different goals 

and objectives between GUIs and TEIs make them two distinct but equally important 

steps in a sequence of steps that leads beginners to coding. 

In this sequence, the discontinuity between GUIs and TEIs due to their differences 

in complexity, degrees of freedom, and human-computer interaction can be smoothed 

by the use of emoticoding in TEIs. More specifically, the results from this study 

suggest that by introducing metaphor-based emoticoding to source code editors, the 

students' success during their first encounter of TEIs is significantly increased by a 

notable factor of 7.5. The students who transitioned from GUI to the proposed text 

editor demonstrated superior knowledge of programming (in JavaScript) compared to 

the students who transitioned from GUI to a conventional source code editor. These 

findings support the hypothesis expressed earlier.  

Furthermore, if "blank page trauma" is related in some degree to the disappointing 

experience that a beginner may have, the proposed method can be reasonably 

considered a helpful tool for reducing this problem. Subsequently, the proposed 

method can increase the probability of a student developing a positive attitude 

towards the subject, an argument that will also be tested more thoroughly in a long-

term study in the future. 

Finally, various different sets of visual or textual replacements can be designed 

with focus on specific target populations that might benefit significantly from this 

tool, such as minority students, female students, and other groups. More specifically, 

emoticoding can be used as a culturally responsive teaching method that can appeal to 

the specific interests of target populations within a specific spatiotemporal context. 

This can be implemented by using visual replacements with metaphors from athletics, 

music, nature, fantasy, comics, urban life, science, and others that could be appealing 

to different individuals or groups of individuals. Such metaphors can increase the 

effectiveness of emoticoding for these populations and subsequently serve as a 

catalyst for gaining essential technology-oriented skills that can be applied to all 

STEM areas in general as it was recently shown in [18]. 
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